В пакете **java.util.concurrent** определяются следующие средства параллелизма:

* Синхронизаторы
* Исполнители (Executors)
* Параллельные коллекции
* Каркас Fork/Join Framework

**СИНХРОНИЗАТОРЫ**

**Синхронизаторы** предоставляют высокоуровневые способы синхронизации взаимодействия нескольких потоков. Основные из них:

**Semaphore –** реализует классический семафор. Управляет доступом к общему ресурсу с помощью счетчика.

Когда потоку нужен доступ к ресурсу, он проверяет счетчик семафора. Если счетчик больше 0, то поток получит разрешение, а значение счетчика уменьшиться на 1. В противном случае поток будет заблокирован, пока счетчик будет равен 0. Если потоку больше не нужен доступ к ресурсу, он освобождает его, в результате чего счетчик семафора увеличивается на 1.

**Конструторы:**
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Первый параметр **значение счетчика**. Второй определяет, **в каком порядке будет предоставляться доступ**. По умолчанию false – доступ предоставляется в неопределенном порядке. Если true – потокам предоставляется доступ в том порядке, в котором они его запрашивали.

**Методы:**

* **sem.acquire() –** запросить одно разрешение (уменьшить счетчик на 1)
* **sem.acquire(int число) –** запросить несколько разрешений
* **sem.release() –** освободить одно разрешение
* **sem.release(int число) –** освободить несколько разрешений

**CountDownLatch –** ожидает до тех пор, пока не произойдет определенное количество событий. Объект этого класса создается с количеством событий, которые должны произойти до того момента, как будет снята самоблокировка.

**Конструктор:**

![](data:image/png;base64,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)

**Методы:**

* **cdl.await() –** вызывает блокировку потока, пока счетчик CountDownLatch не достигнет нуля.
* **cdl.await(long ожидание, TimeUnit единица\_времени) –** блокировка пока счетчик не достигнет 0, либо пока не истечет таймаут. Возвращает false если достигнут таймаут, либо true если счетчик достиг 0.
* **cdl.countDown() –** метод оповещения о событии. Уменьшает счетчик на 1.

**CyclicBarrier –** позволяет группе потоков исполнения войти в режим ожидания в предварительно заданной точке выполнения. То есть все потоки останавливаются в определенном месте до тех пор, пока все потоки не достигнут этой точки (барьера).

**Конструторы:**
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Первый параметр – количество потоков, которые должны достичь барьера. Второй параметр – поток, который будет исполнен по достижении барьера.

Барьер в каждом потоке определяется вызовом метода **await()** объекта CyclicBarrier**.** В итоге исполнение потока будет приостановлено до тех пор , пока **await()** не будет вызван во всех потоках. Если указать второй параметр конструктора, то будет также запущен этот поток.

Этот класс можно использовать повторно. То есть после того как барьер будет достигнут, выполнение продолжиться, а счетчик потоков вернется в начальное значение.

**Методы:**

* **await() –** ожидать, пока указанное число потоков не достигнет барьерной точки
* **await(long ожидание, TimeUnit единица\_времени) –** ожидание будет происходить пока не истечет таймаут. В обеих формах возвращается порядок, в котором потоки будут достигать барьерной точки. Первый поток вернет значение, равное количеству ожидаемых потоков минус 1, а последний поток возвращает нулевое значение.

**Exchanger –** упрощает обмен данными между двумя потоками исполнения.

Он ожидает до тех пор, пока два отдельных потока вызовут его метод **exchange()**. После этого, Exchanger произведет обмен данными, предоставляемыми обоими потоками.

Exchanger является обобщенным, где обобщение указывает тип обмениваемых данных.

**Методы:**

* **exchange(V буфер) –** буфер это ссылка на обмениваемые данные. Возвращаются данные, полученные из другого потока исполнения.
* **exchange(V буфер, long ожидание, TimeUnit единица времени) –** как и первая только с таймаутом.

Главная особенность метода exchange состоит в том, что он не завершается успешно до тех пор, пока не будет вызван для одного и того же объекта Exchanger из двух отдельных потоков.

**Phaser –** синхронизирует потоки исполнения, которые представляют одну или несколько стадий (фаз) выполнения действия.

Обычно сначала создается новый экземпляр класса Phaser. Затем синхронизатор фаз регистрирует одну или несколько сторон, вызывая метод **register()** или указывая нужное количество сторон в конструкторе. Синхронизатор фаз ожидает до тех пор, пока все зарегистрированные стороны не завершат фазу.

Стороны извещают об этом, вызывая например методы **arrive()** или **arriveAndAwaitAdvance().** Как только все стороны достигнут данной фазы, синхронизатор фаз может перейти к следующей фазе (если она имеется) или завершить свою работу.

**Методы:**

* **register() –** зарегистрировать сторону в фазе. Возвращается номер регистрируемой фазы.
* **arrive() –** сторона вызывает его, чтобы сообщить о завершении фазы. Возвращает текущий номер фазы. Если работа синхронизатора фаз завершена, возвращает отрицательное значение. Этот метод не приостанавливает выполнения потока (то есть он не ждет пока другие потоки завершат фазу)
* **arriveAndAwaitAdvance()** – как и arrive(), но поток будет ожидать пока другие потоки завершат фазу.
* **arriveAndDeregister()** – сообщить о завершении фазы и отменить регистрацию в синхронизаторе.

# **EXECUTERS(**ExecutorService)

**Executors (исполнители)** управляют исполнением потоков. На вершине иерархии находится интерфейс **Executor**, предназначенный для запуска потока исполнения.

В Executor определяется метод **execute(Runnable поток).** В результате вызова этого метода запускается указанный поток.

Интерфейс **ExecutorService** расширяет интерфейс Executor и предоставляет методы, управляющие исполнением.

**Методы:**

* **execute(Runnable поток) –** унаследован от Executer, запускает поток и не ожидает его завершения.
* **submit(Callable callable) –** запускает поток или callable на выполнение, и ожидает результата. Возвращает Future.
* **shutdown() -** закрыть пул. Текущие задачи продолжат выполняться, но новых запущено не будет.
* **awaitTermination(timeout, unit) –** подождать завершения потоков после shutdown

Метод **shutdown()** останавливает останавливает все потоки исполнения, находящиеся в данный момент под управлением данного ExecutorService.

Имеет три реализации в классах:

**ThreadPoolExecutor, ScheduledThreadPoolExecutor** и **ForkJoinPool.**

# **EXECUTORS**

**Executors –** служебный класс, содержащий несколько статических методов, упрощающих создание различных исполнителей.

**Методы:**

* **newCachedThreadPool() –** создает пул потоков, который не только вводит потоки в исполнение по мере необходимости, но и по возможности повторно использует их.
* **newFixedThreadPool(int количесвто\_потоков) –** пул потоков фиксированной длины. В конструкторе принимает количество потоков. Когда достигнут лимит, другие потоки не выполняются, а ждут очереди.
* **newScheduleThreadPool(int количесвто\_потоков) –** пул в котором можно осуществлять планирование потоков исполнения. Позволяет запускать потоки с задержкой или периодически.  
  **schedule(Runnable command, long delay, TimeUnit unit)** – запустить поток отложено  
  **scheduleAtFixedRate(Runnable command, long initialDelay, long period, TimeUnit unit) –** запускать поток периодически

# **FUTURE**

Интерфейс **Future<V>** содержит значение, возвращаемое потоком после исполнения. V определяет тип возвращаемого результата. Таким образом это значение определяется “на будущее”, когда поток завершит свое исполнение.

**Методы:**

* **get() –** получить значение из Future. Поток блокируется, пока не завершится соответствующий Callable.
* **get(long ожидание, TimeUnit единица времени) –** аналогичен предыдущему, но ждет только в течении указанного времени
* **cancel() –** отменить выполнение задачи.
* **isCancelled() –** была ли задача отменена.
* **isDone()**  - была ли задача выполнена

**CALLABLE**

Интерфейс **Callable<V>** определяет поток исполнения, возвращающий значение. **V –** обозначает тип данных, возвращаемых потоком исполнения.

В нем определяется единственный метод **call().** Внутри него определяется код, который нужно выполнить. Если результат нельзя вычислить, метод call() генерирует исключение.

Запускается Callable вызовом метода **submit(Callable<T> callable)** определенного в интерфейсе **ExecutorService.** Результат возвращается через объект типа Future.

# **RUNNABLEFUTURE**

Интерфейс **RunnableFuture** наследует как интерфейс Future, так и интерфейс Runnable, и возвращает результат выполнения при успешном выполнении метода run. Класс реализации этого интерфейса – **FutureTask**.

FutureTask может быть выполнен как Runable, а также может получить возвращаемое значение Callable как Future.

# **FUTURETASK**

Таким образом, **FutureTask** представляет удобный механизм для превращения Callable одновременно в Future и Runnable, реализуя оба интерфейса. Объект класса FutureTask может быть передан на выполнение классу, реализующему интерфейс Executor, либо запущен в отдельном потоке, как класс, реализующий интерфейс Runnable.

Можно считать его адаптером старой модели работы с задачами в потоках и новой модели.

# **COMPLETABLEFUTURE**

**CompletableFuture –** класс для асинхронной работы, который дает возможность комбинировать шаги обработки, соединяя их в цепочку. Реализовывает интерфейс CompletionStage и Future. Он расширяет обычный Future и имеет следующие преимущества:

* CompletableFuture можно завершать вручную.
* Future имеет только метод get, поэтому если мы хотим выполнить некоторые действия над результатом мы должны его дождаться. В CompletableFuture мы можем передать результат куда-то еще (даже если он еще не готов), и продолжить выполнение. Так же в CompletableFuture мы можем повесить callback.
* Можно выполнить множество CompletableFuture один за другим.
* Имеет механизм обработки исключений

Для создания можно воспользоваться методом

* CompletableFuture.**supplyAsync(Supplier<U> supplier, Executor executor) –** первый параметр - это действие, второй Executor в котором выполнится. По умолчанию используется общий ForkJoinPool. Этот метод позволяет получить результат.
* CompletableFuture.**runAsync(Runnable runnable, Executor executor) –** запускает runnable (асинхронную задачу) и не возвращает результат. Нам не нужно ждать результата.
* **boolean complete(T value) –** завершить CompletableFuture вручную, записав значение
* **boolean completeExceptionally(Throwable ex) –** записать исключение, тем самым тоже завершив CompletableFuture
* **get() –** получить результат, блокирующий метод
* **thenAccept(Consumer action) –** обработать результат в callback. Не возвращает результата
* **thenRun** **(Runnable action) –** вызвать runnable, так же не возвращает результата и не имеет доступа к результату CompletableFuture.
* **thenApply(Function func) –** передать результат в function. Вызывается в том же потоке где и вызывается. Возвращает новый CompletionStage, который выполняется с результатом этого этапа. Это и есть по сути объединение в цепочку.
* **thenApplyAsync(Function func) –** как и предыдущий, но исполняется в отдельном потоке.
* **anyOf(CompletableFuture<?>... cfs) –** возвращает новый фьючерс, результатом которого будет результат первого завершившегося фьючерса.
* **allOf(CompletableFuture<?>... cfs) –** используется когда есть список задач, и нужно запустить какое-то действие после выполнения всех. Возвращает новый CompletableFuture<Void>.
* **thenCombine(anotherFuture, biFunction) –** по завершению двух задач выполнить третью.
* **thenCompose(function)** – используется когда function также возвращает CompletableFuture, чтобы избежать вложенности объектов CompletableFuture друг в друга.
* **handle() –** метод, позволяющий удобно обрабатывать исключения. Вызывается независимо от того возникли ошибки или нет.
* **Exceptionally() –** обрабатывает ошибки, если они возникли. Ошибка не будет распространяться дальше, и цепочка полностью отработает

Если в одной задаче возникает ошибка, то последующие задачи в цепочки выполнены не будут.

# **ATOMICS**

Средства пакета java.util.concurrent.atomic упрощают присваивание переменным и чтение из них без применения блокировок.

Атомарные операции выполняются с помощью классов **AtomicInteger** и **AtomicLong**.

**Методы этих классов:**

* **get() -** получение
* **set() –** установка
* **compareAndSet() –** сравнение и установка
* **decrementAndGet() –** декремент и получение
* **getAndSet() –** получение и установка

# Работаю по принципу **Compare-and-Swap(CAS).**

Берется старое значение и запоминается, оно называется ожидаемым. Затем на основе ожидаемого рассчитывается новое значение. Ожидаемое значение сравнивается с тем что лежит в памяти, и если они совпадают, то записывается новое значение.

**FORK/JOIN FRAMEWORK**

Набор новых классов и интерфейсов для поддержки параллельного программирования (когда используется несколько процессоров).

Fork/Join Framework упрощает создание и использование нескольких потоков исполнения, и автоматизирует использование нескольких процессоров.

**ForkJoinTask<V>** - абстрактный класс, определяющий выполняемую задачу. V – тип результата выполняемой задачи. Этот класс отличается от Thread тем, что он представляет облегченную абстракцию задачи, а не поток исполнения.

Задача ForkJoinTask выполняется потоками, управляемыми из пула потоков ForkJoinPool. Такой механизм позволяет управлять выполнением большого количества задач, фактически используя небольшое число потоков исполнения.

**Основные методы:**

* **fork()** – передает вызывающую задачу для асинхронного выполнения. Поток исполнения, из которого вызывается метод fork(), продолжает выполняться. Как только задача будет запланирована для выполнения, метод fork() возвратит ссылку this на объект этой задачи.
* **join()** – ожидает завершение задачи, для которой он вызван. Возвращается результат выполнения задачи.
* **invoke() –** запускает задачу на выполнение, а затем ожидает ее завершения.
* **invokeAll() –** позволяет запустить сразу несколько задач. Вызывающий поток ожидает завершения всех задач.
* **cancel(boolean прерывание) –** отменить задачу. Возвращает true если задача успешно отменена. False – если задача уже отменена, завершена или не может быть отменена. В настоящее время параметр прерывание не используется. Как правела вызов cancel() происходит за пределами задачи, поскольку задача может легко отменить себя с помощью return
* **isCancelled() –** проверить, была ли задача отменена.
* **isCompletedNormally() –** проверить была ли задача завершена нормально (без исключений и без cancel()).
* **isCompletedAnnormally() –** была ли задача завершена ненормально.
* **reinitialize() –** устанавливает задачу в исходное состояние до запуска. Но любые изменения внешних объектов не будут отменены.
* **tryUnfork() –** попытаться отменить вызов задачи (исключить ее из плана выполнения)

**RecursiveAction –** Является производным от класса ForkJoinTask<V> для выполнения задач, не возвращающих значения. Расширяется в прикладном коде, чтобы сформировать задачу возвращающую void.

**Методы:**

* **compute() –** абстрактный метод, который переопределяют и описывают в нем код выполняемой задачи.

**RecursiveTask<V> -** Является производным от класса ForkJoinTask<V> для выполнения задач, возвращающих значения.

Так же имеет метод **compute()** определяющий выполняемую задачу.

**ForkJoinPool –** управляет выполнением задач типа ForkJoinTask.

Можно создать его явно, а можно воспользоваться так называемым **общим пулом.**

**Общий пул –** это статический объект типа ForkJoinPool, автоматически доступный для применения.

**Конструкторы:**
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Первый конструктор создает пул, обеспечивающий уровень параллелизма, равный количеству процессоров, доступных в системе. Второй конструктор позволяет задать уровень параллелизма. Уровень параллелизма определяет количество потоков, которые могут исполняться одновременно.

На самом деле ForkJoinPool может управлять намного большим количеством задач, чем уровень его параллелизма.

**Методы:**

* **invoke(ForkJoinTask<T> задача) –** запускает указанную задачу, ждет ее завершения и возвращает результат ее выполнения.
* **execute(ForkJoinTask<T> задача) –** запустить задачу на выполнение и не ждать ее завершения.
* **shutdown() –** закрыть пул. Текущие задачи продолжат выполняться, но новых запущено не будет.
* **shutdownNow() –** закрыть пул с попыткой отменить текущие задачи.
* **isShutdown() –** проверить, закрыт ли пул.
* **isTerminated() –** проверить, закрыт ли пул и все ли задачи завершены.

Запустить задачу на выполнение из общего пула можно двумя способами:

1. вызвав статический метод ForkJoinPool.**commonPool()** можно получить ссылку на пул и вызвать у нее метод invoke() или execute().
2. В любой части задачи, кроме вычислительной, можно вызвать метод fork() или invoke() из класса ForkJoinTask.

# FORKJOINTASK `ForkJoinTask` - это абстрактный класс в Java, который представляет задачу, которая может быть разделена на более мелкие подзадачи и выполняться параллельно в рамках пула потоков. Он является частью фреймворка Fork/Join, предоставляемого в пакете `java.util.concurrent`.

`ForkJoinTask` предоставляет два основных подкласса:

1. `RecursiveAction`: представляет задачу, которая не возвращает результат. Она используется, когда задача должна быть разделена на более мелкие подзадачи, которые выполняются параллельно, но результаты не требуются. Метод `compute()` в этом случае не возвращает значение.

2. `RecursiveTask`: представляет задачу, которая возвращает результат. Он используется, когда задача должна быть разделена на более мелкие подзадачи, которые выполняются параллельно, и результаты каждой подзадачи требуются для вычисления окончательного результата. Метод `compute()` возвращает значение результата.

Основные методы `ForkJoinTask`:

- `fork()`: этот метод используется для разделения задачи на более мелкие подзадачи. Он помещает подзадачи в очередь для выполнения в пуле потоков.

- `join()`: этот метод используется для ожидания завершения подзадачи и получения ее результата. Он блокирует текущий поток до тех пор, пока подзадача не завершится и не вернет результат.

- `invoke()`: этот метод используется для запуска задачи и ожидания ее завершения. Он эквивалентен вызову метода `fork()` и затем `join()` для той же задачи.

`ForkJoinTask` также предоставляет методы для работы с результатами и управления выполнением задачи:

- `isDone()`: этот метод возвращает `true`, если задача завершена, и `false` в противном случае.

- `cancel()`: этот метод пытается отменить выполнение задачи. Если задача еще не началась или уже завершилась, отмена будет успешной.

- `getException()`: этот метод возвращает исключение, которое было выброшено во время выполнения задачи, если такое было.

- `complete()`: этот метод ручным образом завершает выполнение задачи и устанавливает ее результат.

После создания объекта `ForkJoinTask` и установки его свойств, вы можете передать его в `ForkJoinPool` для выполнения. `ForkJoinPool` автоматически управляет выполнением задачи в рамках своего пула потоков.

Для выполнения задачи с использованием `ForkJoinPool`, вы можете использовать методы `invoke()` или `fork()` в сочетании с `join()`.

Метод `invoke()` запускает задачу и блокирует текущий поток, ожидая ее завершения и возвращая результат. Например:

java

ForkJoinPool forkJoinPool = new ForkJoinPool();

MyTask task = new MyTask();

result = forkJoinPool.invoke(task);

Метод `fork()` разделяет задачу на более мелкие подзадачи и помещает их в очередь для выполнения в пуле потоков. Затем можно использовать метод `join()` для ожидания завершения подзадачи и получения ее результата. Например:

java

ForkJoinPool forkJoinPool = new ForkJoinPool();

MyTask task = new MyTask();

task.fork();

result = task.join();

Обратите внимание, что метод `fork()` может быть вызван только изнутри метода `compute()` в подклассах `RecursiveAction` и `RecursiveTask`.

При разделении задачи на более мелкие подзадачи, обычно используется условие выхода из рекурсии, когда задача достигает некоторого минимального размера, который может быть выполнен последовательно. Это позволяет избежать избыточной параллелизации.

Важно отметить, что использование `ForkJoinTask` и `ForkJoinPool` имеет смысл только для задач, которые могут быть разделены на более мелкие подзадачи и выполняются параллельно. В противном случае, для простых задач, `ExecutorService` и `Runnable` могут быть более подходящими вариантами.